**Java OOPS Concept**

Q.Difference between Abstraction and Encapslation

Abstraction is a process of creating an instance(object) of a class and encapsulation is a process of providing a way for user to access and modify the instance value(s) while making sure unwanted access or modification can be avoided.

**What is encapsulation?**

Encapsulation is a principle based on hiding the state of objects and restricting their access to various parts of your program. Encapsulation is achieved with the use of private access modifiers and the getter and setter methods.

**How do you create a fully encapsulated class?**

1. Make all the instance variables of a class private.
2. Only use getter and setter methods to read or write values of the instance variables.

**Advantages of encapsulation:**

1. You can make your class read-only or write-only by declaring only getter or setter methods. This prevents other code or malicious code from accessing instance variables in your class that they should not read or modify.
2. You can add variable logic/constraints in the setter methods, so you have full control of the data that can be assigned to the instance variables.

Both of the above points contribute to the **objective of code-safety**, which we discussed at the start of this session.

To drive home the entire concept of encapsulation, let’s take the code of the Information Management System example we took in the last session and make the Student class a fully encapsulated class.

Here’s a quick summary of the topics you learnt about in this session:

1. **Private access modifier:** A data type that is declared while declaring any member of a class (instance variables, methods, etc.). Private access modifiers restrict the access of members within their own classes only.
2. **Declaring instance variables of a class as private:**All instance variables of a class should be declared as private in order to restrict the access to the variable’s data from outside the class, which makes the program safer.
3. **Getter methods to read the value of private variables:**A public getter method is declared in the class to give read-only access to the private variable from outside the class.
4. **Setter methods to write the value of private variables:** A public setter method is declared in the class to give write-only access to the private variable from outside the class. You can add constraints/logic of values to these variables.
5. **Declaring private methods and constructors as private:**Methods declared as private cannot be called from outside that class. Constructors declared as private don’t allow the creation of objects of that particular class outside that class.
6. **Making a fully encapsulated class:**We can boost the safety of a program by declaring all the data members/instance variables of that class as private. These classes can have read-only or write-only permissions by declaring getter or setter methods only.

Take a look at where you have reached in your **roadmap of learning object-oriented programming** and what you will learn in the upcoming modules.

The outer class in Java cannot be made private because you will not be able to use it or call its method anywhere in the code, even in the ‘main’ class; hence, it will be of no use.

The four main pillars of OOPS are abstraction, inheritance, encapsulation and polymorphism. While designing any problem using OOPS, implementing all these four features ensures that the OOPS convention is followed.

**Cards Game**

One of the main uses of Object-Oriented Programming is modelling requirements of a software design as classes and objects in the software program. Most of the times, you are given a scenario where you need to use OOP to create classes and objects in order to provide a design to the problem. This is entirely based on your judgement. In this segment, you will learn how to think of a solution to a vague problem of playing cards.

You are given a standard deck of 52 cards. You need to implement a general definition of cards and use it to build a classic game. This game will be played between two players, who will show their cards one by one, and the person who has the card of a greater value will get 10 points.

There is no particular answer for this and is highly based on an individual’s thinking but from the above problem statement you can assert to create mainly two classes:

1. Cards.
2. Classic game.

And you can use Inheritance or Composition to further improve the implementation of the software program and promote reusability of your code.  
Few fields that can be created for class Cards are ‘suit’, ‘value’, ‘color’, ‘points’, etc

## Inheritance & Polymorphism

**Why code reusability?**

The rising cost of building large software systems can be attributed to the fact that most of the development takes place from scratch. But by using the object-oriented programming methodology, large systems are built via modules that have been created earlier rather than by rewriting the code for the entire software from scratch.

The two main benefits of code reusability are:

1. It **saves on development effort** and, in turn, reduces the overall development cost of the software.
2. It **makes system maintenance easier**. This is because only the new module will have to be tested for errors, not the entire program.

Object-oriented programming provides these benefits through its last two principles:

1. Inheritance
2. Polymorphism

**What is inheritance?**

In object-oriented programming, inheritance provides a means by which an object of one class can use the properties of an object of another class.

**What does this imply?**

* A class can define certain behaviours that can be used later by new classes, instead of redefining the same functionalities again in the new classes.
* **A class that contains common functionalities for other classes to inherit is called a superclass**, base class or parent class.
* **A class that inherits from a superclass is called a subclass**, derived class or child class. A child class — apart from inheriting the properties of a superclass — can have its own additional properties in the form of its own methods and variables.

Hence, **a subclass can also be considered as a specialised version of a superclass.**

**Disadvantages of Inheritance:**

* Sometimes, inheritance is not useful because the data members and methods in the base class cannot be utilized to the fullest. At times, some of these members are left unused thereby resulting in wastage of memory.
* The inherited methods work slower than the normal methods due to the presence of indirection.
* Inheritance leads to the dependency of children classes on the base class thereby resulting in an increase in coupling.

**A subclass can inherit features from a superclass using the keyword ‘extends’**. So, if a class Square wants to inherit from a class Rectangle (Square is a type of Rectangle), **Rectangle is the superclass and Square is the subclass**, and Square has inherited all features of Rectangle class. The syntax of writing this will be:

**public** **class** **Square** **extends** Rectangle {

// class definition of Square

}

* **Every class in Java automatically extends the Object class.** Thus, by default, the Object class acts as the superclass for all the classes in Java.

Since a subclass will inherit all the features of its superclass, except its constructor, it must often invoke the superclass constructor for the initialisation of the superclass members. This is done using the keyword super in the constructor of the derived class.

* **If a subclass constructor does not explicitly call the superclass constructor, then the default constructor of the superclass is implicitly invoked by the compiler**. **If a superclass constructor is called using the keyword super, then this must be the first statement in the derived class constructor.**

Given below is an example of how you can call a superclass constructor from a base class:

**public** **class** **Square** **extends** Rectangle {

Square(argumentsList) { // constructor for the class Square

**super**(argumentsList); // calling the constructor of the superclass Rectangle

}

}

Observe the code snippet given below:

**public** **class** **Rectangle** {

**double** length, breadth;

Rectangle(**double** length, **double** breadth) {

**this**.length = length;

**this**.breadth = breadth;

}

}

**public** **class** **Square** **extends** Rectangle {

Square(**double** side) {

**super**(side, side); // invocation of the constructor of the superclass Rectangle

}

}

**Flow of Inheritance:**

In the above example, the *Square*class inherits the *Rectangle* class. When an object of the *Square*class is created, the constructor of the *Square*class is invoked. Inside the definition of the constructor of the *Square*class, the *super()* method is invoked. The super() method will call the superclass constructor, thus invoking the constructor of the *Rectangle* class. Thus, you can conclude that when an object of a subclass is created, the constructor of the subclass is invoked first and then the constructor of the superclass is invoked.

In the above case, since the superclass Rectangle has a parameterised constructor, the subclass constructor must explicitly invoke the constructor for the Rectangle class in its own constructor; failure to do so will result in a compilation error.

**When a subclass constructor calls the superclass constructor, this phenomenon is known as constructor chaining.**Apart from calling the constructor of the superclass, ‘super’ is also used to refer to the instance variables of a superclass.

**Example:** super.instanceVariable - Here, instanceVariable belongs to the superclass.

**public** **class** **Square** **extends** Rectangle {

**super**.length; // refers to the length attribute defined in the Rectangle class

}

1. When an object of the subclass is created it contains the superclass variables but it doesn’t create any superclass object in it.
2. When subclass object has created the constructor of the superclass is executed but this doesn’t mean that superclass object is created.
3. Go through the below program and its output.

**class** **Superclass**

{

**public** **Superclass**()

{

System.out.println("This is Super class constructor");

System.out.println(**this**.getClass().getName());

}

}

**class** **Subclass** **extends** Superclass

{

**public** **Subclass**()

{

System.out.println("This is Subclass constructor");

System.out.println(**this**.getClass().getName() + " " +

**super**.getClass().getName());

}

}

**public** **class** **Example**

{

**public** **static** **void** **main**(String[] args)

{

Subclass Obje = **new** Subclass();

}

}

**Output:**

This is Super **class** **constructor**

Subclass

This is Subclass constructor

Subclass  Subclass

You can see from the output of the above program that, the object of the subclass is only created but both the constructors are executed. The superclass object and subclass object are both same.

Later in this module, we will look at another use of **super** to invoke the superclass method from the subclass method.

**Multiple Inheritance**

Java doesn’t support multiple inheritance because, consider a scenario where A, B and C are three classes. The C class inherits A and B classes. If A and B classes have the same method and you call it from child class object, there will be ambiguity to call the method of A or B class.

**class** **A** {

**void** **message**(){System.out.println("Class A");}

}

**class** **B** {

**void** **message**(){System.out.println("Class B");}

}

**class** **C** **extends** A,B {//suppose if it works

Public Static **void** **main**(String args[]){

C obje=**new** C();

obje.message();//which message() method would be invoked?

}

}

**Output:**

*Compile time error*

Note:

1.When an object of a subclass is created, the constructor of the class the object of which is created, which is the subclass, in this case, is invoked initially. Now, inside the constructor of a subclass, you have the super() method to invoke the constructor of the parent class, which is the superclass. Thus, first the constructor of the subclass is invoked, which invokes the constructor of the superclass. This option is the correct choice.

2. When the object of the subclass is declared then the constructor of the subclass is called first in which the first statement will be super(); which will, in turn, calls the constructor of the superclass, so the statements of superclass constructor are executed first and then the statements of the subclass. Even though subclass constructor doesn’t contain super(); it implicitly calls the superclass constructor. So constructor of class B is called first but statements of class A constructor will execute first.

3. When an object of the subclass is created, the constructor of the subclass will be invoked. The subclass constructor implicitly or explicitly invokes the constructor of the superclass. In case you want to explicitly call the superclass constructor, then the super() method must be invoked inside the subclass constructor definition. This method must be the first statement in the constructor definition before any other statement appears. Since the super() method invocation is not the first statement inside the constructor definition of Cube class, the code snippet will throw a compile-time error. This option is the correct choice.

**Inheriting from Subclasses**

**Protected Access Modifier**

You have already studied about two access modifiers - public and private in the last module. Let's now get introduced to the third type of access modifier - **protected** through an example.

Any method from within the Square class won’t be able to access Rectangle’s private attributes or methods directly. This may be fine sometimes; but at other times, it may be too restrictive. For example, suppose the Square class wants to access the length attribute declared in the Rectangle class for calculating the diagonal of a square.

**public** **class** **Square** **extends** Rectangle {

**public** **float** **diagonal**() {

**return** ((sqrt(**2**)) \* **super**.length); // Length is a private attribute defined in the Rectangle class

}

}

If the code given above is added to the Square class, it will lead to a compilation error. This is because ‘length’ is a private variable in the Rectangle class, and the private variables or methods of a class are not accessible outside the class. But what if the designer of the Rectangle class wants the subclasses to have direct access to the length attribute?

Let’s listen to our expert to provide a solution to this problem. Here, the member is neither being declared as private nor as public but will still be accessible to the subclasses.

Note :[Err 4:56 A protected variable or method can be accessed within the class, subclasses (in any package) as well as within all other classes inside the same package.]

Class members declared as Protected are inaccessible outside the class but they can be accessed by any subclass(derived class) of that class.

In order to extend the visibility of the length attribute to the subclasses for direct access, you can use the **protected** **access specifier** in the Rectangle class, such as:

**protected** **float** length;

This would make the variable-length visible and accessible to all of the subclasses of the Rectangle class, such as the Square class, but not to any other classes that don't inherit from the Rectangle class and it is in a different package.

**Inheritance vs. Composition**

In the previous segment, you learnt about how one class can inherit from another. You saw how a Research Student class can inherit from a Student class and how a PhD Student class can inherit from a Research Student class.

But, how do you formally describe these relationships between different classes?

In this segment,

* We will discuss how you can formally describe relationships between classes built through inheritance.
* In addition to inheritance, we’ll also discuss a new concept called composition, which is another possible type of relationship between classes. We’ll tell you why composition is useful and when you should use it over inheritance, and vice versa.

Note:

Use inheritance only when the subclass is a proper subtype of the superclass. For example, ResearchStudent is a type of Student; hence, ResearchStudent will have an is-a relationship with the Student class. If some methods in the superclass are necessary, mandatory, or can be reused for its subclasses, use inheritance. On the other hand, use composition when you wish to use only some of the functionalities or characteristics of the class that you are creating a has-a relationship for. In the case of a Student class and a BankAccount class, you can say that a Student has-a Bank Account; hence, the has-a relationship holds true here.

Some reasons to use composition over inheritance are:

1. One reason for favouring Composition over Inheritance in Java is fact that Java doesn't support multiple inheritance.
2. Though both Composition and Inheritance allows you to reuse code, one of the disadvantages of Inheritance is that it breaks encapsulation. If the subclass is depending on superclass behaviour for its operation, it suddenly becomes fragile. When the behaviour of superclass changes, functionality in the subclass may get broken, without any change on its part.
3. Composition offers better test-ability of a class than Inheritance. If one class is composed of another class, you can easily create a Mock Object representing the composed class for sake of testing.
4. Like, There are many more reasons to favour Composition over inheritance

Let’s illustrate this relationship between a Shape class and a Rectangle class:
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Figure 1 - is-a relationship

Now you know that shapes have some dimension. In this case, you can represent the dimensions of a shape with the help of a Dimension class. So now, the relationship between the Shape class and the Dimension class can be represented as follows:
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Figure 2 - has-a relationship

So, in the case of the Shape and Dimension classes, the composition relationship in a Java code will look like this:

public class Shape {

Dimension dimension;

}

The statement ‘Dimension dimension;’ creates an instance/object of the Dimension class inside the Shape class, which can be used by the Square class and the Rectangle class, which inherits from the Shape class.

#### Question: Modify Code

Given below is a Rectangle class consisting of an upper left coordinate and a lower right coordinate.

class Rectangle {

int upperLeftX;

int upperLeftY;

int lowerRightX;

int lowerRightY;

}

Since the upper left coordinate and lower right coordinate comprise of points, how would you modify the definition of the Rectangle class to include these points in your class?

Hint: You can create a Point class to store the x and y coordinates of the upper left and lower right points and use composition to include the upper left and lower right points inside the Rectangle class, as objects of the Point class.

Anse: **class** **Rectangle** {

Point ul;

Point lr;

}

**class** **Point** {

**int** x;

**int** y;

Point(**int** i, **int** j) {

**this**.x=i; **this**.y=j;

}

}

**Summary**

Let’s summarise what you learnt in this session:

1. **Inheritance:** The ability to create classes by making use of existing class’s members. This, in turn, lets you define a specialised version of the existing classes.
2. **Superclass and subclass:** The class that is being inherited (the generalised class) is known as the superclass, while the class that inherits the features of a superclass is known as the subclass (or the specialised class).
3. **Extends keyword:** To inherit the features of a superclass and derive a new class from it, you can use the extends keyword.
4. **Super keyword:**To call the superclass constructor from the subclass, or to refer to the superclass members from the subclass, you can use the super keyword.
5. ​​​​​​**Relationships:** There exist two types of relationships between classes in Java:
   * **Inheritance:** is-a relationship
   * **Composition:** has-a relationship

Use inheritance when there is enough opportunity for code reuse; otherwise, use composition.

Let's see where we have reached in the roadmap of object-oriented programming after this session on inheritance.

**Polymorphism**

One of the most important features of Object-Oriented Programming is its feature of **Polymorphism**. Polymorphism is essentially a Greek term which is derived from two Greek words - “Poly” meaning “many” & “morph” meaning “change in form”. So the basic definition of polymorphism means something which changes its form of occurrence.

**Polymorphism**

Polymorphism essentially means for something to occur in "different forms".

In the programming paradigm, it means the ability of a variable, function or object to take on multiple forms.

An example would be that many programming languages consider "integer", "float" and "double" as polymorphic forms of each other. They are different data types but one can add/subtract and perform many other arithmetic operations on them.

**The need for polymorphism**

A language that incorporates polymorphism allows developers to program in a universal manner which can be transformed and used in many paradigms, rather than write a very specific program which can only run in one scenario. For example, polymorphism allows us to consider an object as a generic version of something, but when you access it, the code determines which exact type it is and calls the associated code.

**Method Overriding**

In the previous session, you learnt that inheritance allows you to inherit methods from a superclass to a subclass without you having to redefine the same method again. But, what if you need to use the same method with an additional or modified functionality for your subclass? Let’s listen to our expert as he walks you through a similar situation and a solution to the same.

Keep in mind the following considerations while overriding a method:

* **The method name, the return type, and the argument list**of the overriding method in the subclass should match the method of the superclass.
* **The access modifier of the method in the subclass cannot be more restrictive than the one in the superclass.** This implies that if the method being overridden is declared as public in the superclass, it cannot be declared as private or protected in the subclass.
* **Methods defined as private, static, or final cannot be overridden.**

**Whenever a call to the overridden method is made, it is the subclass version of the method that is invoked and not the superclass version.**To call the superclass version of the overridden method, use the ‘super’ keyword along with the method name super.methodName();.

Note:

* 1. The access modifier of a method declared public in a superclass cannot be private in a subclass as it will be more restrictive when compared to the superclass version. Remember, the private access specifier only restricts access to a member or a method within the class.
  2. Any static method cannot be overridden because method overriding is decided during runtime but static methods or variables are decided during compile time itself. Since the main method is static we can’t override the main method.
  3. You cannot override all the methods in Java. Only the methods that are declared as public and protected can be overridden.

**Method Overloading**

Method overloading allows you to define multiple methods with the same name but with different definitions. But, wouldn’t it be a problem to have two or more methods with the same name in the same class?

Let’s listen to our expert who has a solution to such a problem.

Method overloading is also known as early binding as the type of the object is determined at the time of compilation.

**Two important considerations while using method overloading**are:

* The return type of a method may or may not be different.
* The parameter list MUST be different (either lengthwise or datatype wise) for each version of a method in a class.

Having the same parameter list but a different return type for a method will result in a compilation error.

**Example of method overloading:**

**class** **Addition**

{

**int** **add**(**int** a, **int** b)

{

**return** a+b;

}

**int** **add**(**int** a, **int** b, **int** c)

{

**return** a+b+c;

}

}

**public** **class** **Demo**

{

**public** **static** **void** **main**(String args[])

{

Addition obj = **new** Addition();

System.out.println(obj.add(**5**, **10**));

System.out.println(obj.add(**5**, **10**, **15**));

}

}

In the above program we have two definitions for the function add, so which one would be called will be determined at compile-time, by checking the parameters.

Hence method overloading is a type of Compile time polymorphism or Static polymorphism.

Note:

Method overloading is having two methods with the same name but a different parameter list, in the same class or subclasses. Clearly, both the versions of the method addition() have different parameter lists, and hence, these methods are overloaded. This option is the correct choice.

**Dynamic Polymorphism- I**

Recall that in the previous sessions you learnt the basics of Polymorphism, Method Overloading and Method Overriding. Let us now take a look at the two kinds of Polymorphism and draw the analogy between **Overloading / Overriding** & **Static / Dynamic Polymorphism**.

But let us first take a look at a very important concept in programming, namely what do we mean by compile-time and run-time.

**Compile-time**

Whenever a programmer creates a program, he writes a “code” for it which is known as the source code. This “source code” is then converted into machine code by a program called the Compiler, after which the program becomes executable by the machine.**This process of conversion of source code into machine code is called Compilation, and anything which happens during this time is called as “compile time”.**

Compile time errors are those which are detected by the compiler during the time of compilation. **They generally include errors arising out of mistakes in the syntax or semantics of the language.**Missing semicolons is an example of an error that is caught during compile time.

**Run-time**

A compiled program can then be executed and run by the user, and this process is called “running” a program. Anything that happens during this time is called **“run-time”**.

**Run-time errors are not detected during the time of compilation.**These type of errors can happen because of calling invalid functions, referencing missing variables or some logical mistakes.

## Two types of Polymorphism

Let us now see the two different kinds of Polymorphism and understand the basic difference between the two.

There are two types of polymorphism in Java:

a. **Static Polymorphism** is also known as **Compile Time Polymorphism.** This kind of polymorphism implies that **which method is to be called is to be decided during compile-time only.**

Recall that Method Overloading is a concept where we use the same method name many times in the same class, but with different arguments. **Method Overloading** would be an example of Static Polymorphism because in case of overloading, at compile time the compiler knows which method it should link to the call.

b. **Dynamic Polymorphism** is also known as **Runtime Polymorphism**. It is a process in which **a call to an overridden method is resolved at runtime.**

Recall that Method Overriding means having two methods with the same arguments, but different implementations. One of them would exist in the parent class, while another method with the same name and arguments can be written in the derived, which is the child class. **Method Overriding** is an example of Dynamic Polymorphism. In this case, **an overridden method is called through the reference variable of a superclass but the determination of the method to be called is based on the object being referred to by the reference variable.**

Let’s listen to our expert and find out more about this powerful feature and how it can prove beneficial for your programs.

Note:

1. Method overloading means that there can exist two functions with the same name but which take in different parameters. This is an example of static polymorphism. Method overriding means that at run-time, certain methods of functions can override other functions and this is an example of dynamic polymorphism.
2. Method overloading means that there can exist two functions with the same name but which take in different parameters. This is an example of static polymorphism. Method overriding means that at run-time, certain methods of functions can override other functions and this is an example of dynamic polymorphism.

**Abstract Classes - I**

When classes have common properties and share some relationship, you can implement this common behaviour using inheritance.

In our example, rectangles have areas and perimeters, and so do circles. Both are types of shapes, so you can now declare a new class named Shape and define both the area() and the perimeter() in this class. The class can now act as a superclass for Circle and Rectangle. Let’s go back to our expert and see him address a similar issue.

**An abstract class may or may not have abstract methods.**

It is important to note that you do not need to have only abstract methods in an abstract class. You can have non-abstract methods in it as well.

So, in order to declare the Shape class as abstract, the syntax is as follows:

**public** **abstract** **class** **Shape** {

**public** **abstract** **float** **area** ( ); // abstract methods

**public** **abstract** **float** **perimeter**( );

**public** **void** **resize** ( **float** newWidth, **float** newHeight) // non-abstract method

{

System.out.println("New width and height are : " + newWidth + "," + newHeight);

}

}

It is important to note that you cannot create instances of an abstract class. You can only inherit from an abstract class. Therefore, in order to use the abstract class Shape, the Rectangle class can extend it as follows:

**public** **class** **Rectangle** **extends** Shape {

// some code here

**public** **float** **area**() {

// implementation of the area() method

}

**public** **float** **perimeter**() {

// implementation of the perimeter() method

}

}

Remember that an abstract method should not be final. The whole purpose of declaring an abstract method is that the method can be used later in a subclass. You know that a final method cannot be overridden. So, if you define an abstract method as final, you will not be able to override it in any subclass. This defeats the purpose of declaring a method an abstract one in the first place.

Note:

An abstract class cannot be instantiated.

**✓ Correct**

**Feedback:**

You cannot instantiate an abstract class meaning that you cannot create an object of an abstract class. Thus, this option is one of the correct choices.
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A method that is declared as abstract and does not have implementation is known as abstract method.

**✓ Correct**You missed this!

**Feedback:**

A method with no definition is an abstract method, which can be implemented by the class inheriting the abstract class. Thus, this option is one of the correct choices.

Non-abstract methods can be implemented in an abstract class.

**✓ Correct**

**Feedback:**

You can have abstract as well as non-abstract methods in an abstract class. This option is one of the correct choices.

An instance of an abstract class cannot be created, we can have references of abstract class type though. Abstract data class is not used to create objects in Java and it is designed only to act as a base class to be inherited by other classes

Q. **abstract** **class** **demo**

{

**public** **int** a;

demo()

{

a = **10**;

}

**abstract** **public** **void** **set**(**int** a);

**abstract** **final** **public** **void** **get**();

}

**class** **Test** **extends** demo

{

**public** **void** **set**(**int** a)

{

**this**.a = a;

}

**final** **public** **void** **get**()

{

System.out.println("a = " + a);

}

**public** **static** **void** **main**(String[] args)

{

Test obj = **new** Test();

obj.set(**2**);

obj.get();

}

}

Ans: Compilation error

**✓ Correct**

**Feedback:**

Overriding final method is not possible, this implies that abstract functions shouldn’t be final. This option is the correct choice.

**Interfaces**

Assume that the shapes being defined in your program cannot be resized. Going by this constraint, the resize() method in the Shape abstract class declared earlier will no longer be a part of the class. What does this mean?

This means that the abstract class will now consist of only abstract methods. Such classes are represented in the form of interfaces. **An interface can thus be considered as a pure abstract class as it consists of only abstract methods.**

Let us now listen to our expert as he talks about the importance of interfaces and explains the situation where you use an interface over an abstract class.

Note: **From Java 8 onwards, interfaces too can consist of non-abstract methods (concrete methods) that are of the static and default types.**

**An interface is a collection of abstract methods and constant class variables, i.e. final static fields**. Since Shape does not have any concrete parts to it now, it can be represented in the form of an interface as shown below:

**public** **interface** **Shape** {

// abstract methods

**abstract** **float** **area**();

**abstract** **float** **perimeter**();

}

The syntax to use the Shape interface in a program is as follows:

**public** **class** **Rectangle** **implements** Shape {

// class definition for Rectangle

}

Just like an abstract class, an interface cannot be instantiated. Java allows a class to implement more than one interface. The syntax for implementing more than one interface is

public class **MyClass** implements **Interface1**, **Interface2**, **Interface3**…

Also, as you know, Java does not allow a class to extend multiple classes, but an interface can extend multiple interfaces. The syntax for extending multiple interfaces is —

public interface **MyInterface** extends **Interface1**, **Interface2**, **Interface3**…

You need to use the extends keyword once, followed by the comma-separated list of interfaces that you wish to extend.

Note:

1. Java allows a class to extend multiple interfaces only, not multiple classes. Hence, extending more than one class or inheriting from more than one class is not allowed in Java.
2. To invoke a superclass method from a subclass, the method name has to be prefixed with the keyword super as super.methodname().

**Summary**

Let’s go through a quick summary of what you learnt in this session:

1. **Polymorphism:** It refers to the ability that allows methods with similar names to behave differently. Polymorphism can be either static or dynamic. It allows you to create extensible and flexible programs.
2. **Method overriding:**When a subclass decides to provide its own implementation of a method defined in its superclass, it is said to override the base version of the method. Method overriding is used to implement a specific type of polymorphism called dynamic polymorphism. In order to invoke the superclass version of an overridden method, you can use the super keyword.
3. **Method overloading:**When a class defines several methods with the *same*name, which perform the similar or the same tasks, but on different types or different numbers of parameters, the methods are said to be overloaded. Method overloading is commonly used to implement a specific type of polymorphism, known as compile time polymorphism.
4. **Compile-time polymorphism:** Whenever there exist two or more methods with identical names but with different parameter lists in the same class, which version of the method is to be invoked is decided at compile time. The decision is based on the parameters that are passed to the method.
5. **Run-time polymorphism:**Whenever a call to an overridden method is made, the decision to invoke the superclass version or the subclass version of the method is taken at run-time. This is based on the type of object, whether superclass or subclass, that is being used to invoke the method.
6. **Abstract classes:**The purpose of an abstract class is to share a common design or template, which other classes can inherit from or use to provide their own implementations. An abstract class consists of abstract methods (methods with no definition) and/or non-abstract methods and cannot be instantiated. They can only act as superclasses for other classes in the program. The definition of all the abstract methods of an abstract class must be provided by its subclasses.
7. **Interfaces:**An interface is considered to be a pure or a completely abstract class. They define a programming contract that must be fulfilled by the classes that implement the interface. In other words, all the abstract methods of an interface have to be defined in the classes that implement the interfaces. The **interface**keyword is used to define a new interface, while the **implements**keyword is used for implementing the interface in a class.

**Number System & Inheritance**

Inheritance is a feature of Object Oriented Programming that allows you to reuse the features of one class in other classes. The class from which the features are derived is called the **parent class** or the **superclass**, and the class that reuses the features of the parent class is called the **child class** or the **subclass**.

Being one of the main features of Object-Oriented Programming, **inheritance** needs to be understood really well. Attempt the questions given below to revise the concepts of Inheritance.

#### Q. Inheritance

![https://images.upgrad.com/f704846e-700c-4287-915e-243e001b08de-image_1-01.png](data:image/png;base64,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)

The diagram above represents two different types of inheritance. Analyse-it and identify the type of inheritance each is representing.

Note :

Level 1 - Class A

Level 2 - Class B

Level 3 - Class C

Ans: Figure(a) is multilevel inheritance and Figure(b) is multiple inheritance .

**✓ Correct**

**Feedback:**

In multilevel inheritance, a class is derived from one class, and the derived class later becomes the base/parent class for another class. For example, class B is derived from class A, which makes class A the parent class of class B, which is the sub/derived class. Now, if you derive a class C from class B, this type of inheritance is known as multilevel inheritance. In Figure(a), class B is derived from class A and class C is derived from class B, which satisfies the definition of multilevel Inheritance. Therefore, it is a case of multilevel inheritance.  
In multiple inheritance, two or more classes act as a parent class for one child/subclass. For example, if class C is derived from both class A and class B, it is a case of multiple inheritance. But, Java doesn’t support multiple inheritance because, consider a scenario where A, B and C are three classes. The C class inherits A and B classes. If A and B classes have the same method and you call it from child class object, there will be ambiguity to call the method of A or B class.